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**Завдання:** Створити компілятор на основі циклу лабораторних робіт. На основі лабораторної роботи №8 створити генератор ассемблерного коду даного варіанту завдання та перевірити правильність його виконання. У компіляторі повинен бути виконаний лексичний, синтаксичний та семантичний аналіз даних.

Для виконання завдання використовувались 4, 5, 6 лабораторні роботи, в яких виконувався лексичний, синтаксичний та сематичний аналізи відповідно.

Програма працює в наступному режимі:

1. Створення токенів з переданого виразу
2. Виконання лексичних перевірок, які визначають наявність лексичних помилок(наприклад, назви змінних, що починаються з числа)
3. Створення таблиці лексем з створених токенів
4. Виконання синтаксичного аналізу утвореної таблиці лексем
5. Виконання семантичного аналізу
6. Формування готового асемблерного коду

Для перевірки правильності отриманого коду, використовується мова високого рівня(С++), в функцію \_\_asm() якої передається згенерований код

**Варіант** - 11

**Завдання**:
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**Лістинг програми:**

'use strict';

const fs = require('fs');

const getReserved = (str, arrOfReserved) => {

const reservedUsed = [];

for (const reserved in arrOfReserved) {

if (str.includes(arrOfReserved[reserved]))

reservedUsed.push(arrOfReserved[reserved]);

}

return reservedUsed;

};

const deleteCopies = (arr1, arr2) => {

for (let i = 0; i < arr1.length; i++) {

for (let j = 0; j < arr2.length; j++) {

if (arr1[i] === arr2[j]) {

arr1.splice(i, 1);

i--;

}

}

}

return arr1;

};

const regex2 = /\W+\d+[a-zA-Z\_]+[a-zA-Z0-9\_]\*/;

const cyrillicPattern = /[\u0400-\u04FF]/;

const checkRules = expression => {

let copy = expression;

let match;

try {

match = copy.match(regex2)[0];

notDetected.push(match);

copy = copy.replace(match, '');

} catch (err) {

return copy;

}

return checkRules(copy);

};

const isUnresolved = (table, str) => {

let unresolved = str;

const tokens = [];

for (const lexem of table) {

tokens.push(lexem.token);

unresolved = unresolved.replace(lexem.token, '').trim();

}

unresolved = unresolved.split(' ');

if (Array.isArray(unresolved)) {

unresolved = unresolved[0];

}

const index = str.indexOf(unresolved);

return [unresolved, index];

};

if (str.match(cyrillicPattern)) {

console.log('Something went wrong.\nTry another expression.');

process.exit(1);

}

str = checkRules(str);

if (notDetected[0]) {

console.log(notDetected);

console.log('Something went wrong.\nTry another expression.');

process.exit(1);

}

const getTokens = (expressions, string = '') => {

let ids = expressions.map(el => el.match(/[A-Za-z\_][A-Za-z0-9\_]\*/g));

let floats = expressions.map(el => el.match(/[0-9]+[.][0-9]+/g)).flat();

floats = floats.filter(obj => obj);

//let integers = expressions.map(el => el.match(/\d+/g)).flat();

let integers = expressions.map(el => el.match(/[-+]?\d+/gm)).flat();

integers = integers.filter(obj => obj);

integers = eliminateFloatsFromInts(floats, integers);

const keyWords = getReserved(str, reserved);

ids = deleteCopies(ids.flat(), keyWords);

const singleSymb = symbolsAll.filter(el => el.length === 1);

const multipleSymb = symbolsAll.filter(el => el.length === 2);

return { keyWords, ids, floats, integers, symbolsUsed };

};

const getIndexes = (str, hash) => {

const result = [];

const exec = (str, hash) => {

for (const tokens in hash) {

const arrLength = hash[tokens].length;

for (let i = 0; i < arrLength; i++) {

let name;

let type;

const token = hash[tokens][i];

const length = token.length;

const index = str.indexOf(token);

let indexToken = symbolsAll.indexOf(token);

if (indexToken !== -1) {

name = symbolsTokenNames[indexToken];

for (const op in tokenss.symbol) {

if (tokenss.symbol[op][token]) type = op;

}

} else {

indexToken = keywordsAll.indexOf(token);

name = keywordsTokenNames[indexToken];

for (const op in tokenss.keyword) {

if (tokenss.keyword[op][token]) type = op;

}

}

if (!name) {

for (const arr in hash) {

const array = hash[arr];

if (array.includes(token)) {

name = arr;

}

}

name = name || 'ID';

type = 'ID';

}

result.push({ token, index, length, type, name });

if (typeof str === 'string') {

str = str.replace(token, '.'.repeat(length));

} else {

str = str.map(el => el.replace(token, '.'.repeat(length)));

}

}

}

};

exec(str, hash);

return result;

};

const main = () => {

const unresolved = isUnresolved(lexems, original);

if (unresolved[0]) {

errorLogging(`ERROR: Found unresolved symbol.

Symbol '${unresolved[0]}' at ${unresolved[1]} index`);

process.exit(1);

}

const getAssignments = lexTable => {

const lexemsAll = lexTable;

let semicolonBef = 0;

let semicolonAft = 0;

const indexesOfAssign = [];

lexTable.forEach((lexem, i, lexems) => {

if (lexems[i].name === 'ids') {

if (lexems[i - 1]) {

if (lexems[i - 1].type === 'type-operator') {

lexemsAll[i].Type = lexems[i - 1].token;

}

if (lexems[i - 1].name === 'T\_COMA\_SEPARATOR') {

for (let j = i; j > 0; j--) {

if (lexTable[j].name === 'T\_SEMICOLON') {

semicolonBef = lexTable[j].index + 1;

break;

} else semicolonBef = 0;

}

for (let j = i; j < lexems.length; j++) {

if (lexTable[j].name === 'T\_SEMICOLON') {

semicolonAft = lexTable[j].index;

break;

}

}

indexesOfAssign.push([semicolonBef, semicolonAft]);

}

}

}

});

return [...new Set(indexesOfAssign)];

};

const assignRanges = getAssignments(lexems);

const setTypes = (assignRanges, lexems) => {

const divorcedExp = [];

for (let i = 0; i < assignRanges.length; i++) {

const start = assignRanges[i][0];

const end = assignRanges[i][1];

divorcedExp[i] = [];

for (const lexem of lexems) {

if (i === 0 && lexem === lexems[0]) {

divorcedExp[i].push(lexems[0]);

}

if (lexem.index < end && lexem.index >= start)

divorcedExp[i].push(lexem);

}

}

divorcedExp.map(arr => {

arr.map((lexem, indexP, parent) => {

if (lexem.name === 'ids') {

lexem.Type = parent[0].token;

const index = lexems.indexOf(lexem);

lexems[index] = lexem;

}

});

});

return [lexems, divorcedExp];

};

const setArrayTypes = lexems => {

const original = lexems;

lexems.forEach((lexem, i, table) => {

if (lexem.token === ']') {

if (table[i - 1].type === 'ID' && table[i - 2].token === '[') {

if (table[i - 3].Type) {

original[i - 3].Type += `[${table[i - 1].token}]`;

}

} else {

errorLogging('ERROR: Array assignment at index', lexem.index + '');

}

}

});

return original;

};

const getOnlyAssignments = lexems => {

const assignments = [];

let indexes = [];

const indexesBeforeFirst = [];

lexems.forEach((lexem, i, table) => {

if (lexem.token === ';') {

if (

table[i - 1].name === 'integers' ||

table[i - 1].name === 'floats'

) {

indexes.push(lexem.index);

// }

}

}

});

return assignments;

};

const inizializationWithTypes = lexems => {

const variables = {};

for (const lexem of lexems) {

if (lexem.Type) {

const type = lexem.Type;

const typeName = type.replace(/[^A-Za-z]/g, '');

const keywords = Object.keys(tokenss.keyword['type-operator']);

if (!keywords.includes(typeName)) {

errorLogging(`ERROR: Wrong type: ${type} at ${lexem.index} index.`);

}

variables[lexem.token] = { type };

}

}

return variables;

};

const separationOfNamesAndValues = arr => {

for (let i = 0; i < arr.length; i++) {

indexes[i] = [];

for (let j = 0; j < arr[i].length; j++) {

if (arr[i][j] === '[') start = j;

if (arr[i][j] === ']') end = j;

}

}

return result;

};

const addValues = (arrOfExpr, obj, lexems) => {

const keys = Object.keys(obj);

const data = [];

arrOfExpr.forEach((expression, i) => {

data[i] = [];

expression.forEach(lexem => {

data[i].push(lexem.token);

});

});

const namesVar = [];

data.forEach(el => namesVar.push(el[0]));

for (let i = 0; i < keys.length; i++) {

if (!namesVar.includes(keys[i])) {

//const random10000 = randomIntFromInterval(-10000, 10000);

data.push([keys[i].toString(), '=', '1003' + '']);

}

}

let arrOfVar = separationOfNamesAndValues(data);

for (let i = 0; i < lexems.length; i++) {

for (let j = 0; j < arrOfVar.length; j++) {

if (lexems[i].token === arrOfVar[j].name) {

if (lexems[i].Type) {

if (lexems[i].Type[lexems[i].Type.length - 1] === ']') {

const num = lexems[i].Type.match(/\d+/)[0];

arrayIndex = num - 1

if (num - 1 < arrOfVar[j].index) {

//console.log(num - 1)

const variable = arrOfVar[j].name;

const index = arrOfVar[j].index;

errorLogging(

`ERROR: Index out of range: ${variable}[${index}]`

);

}

}

arrOfVar[j].type = lexems[i].Type;

}

}

}

}

const getOutput = table => {

for (const variable of table) {

const { name, type, value } = variable;

if (variable.type === 'double') {

const output = `'${name}': ${type} {${value}.0}`;

} else {

const output = `'${name}': ${type} {${value}}`;

}

}

}

const evalContentOfBrackets = exp => {

let str = exp;

let flag = true;

const results = [];

while (flag) {

let start = str.indexOf('[');

let end = str.indexOf(']');

const expression = str.substring(start + 1, end);

results.push({ from: start, to: end, expression });

str = str.replace('[', ';');

str = str.replace(']', ';');

start = str.indexOf('[');

end = str.indexOf(']');

if (start === -1) flag = false;

}

for (let i = 0; i < results.length; i++) {

const beginning = exp.slice(0, results[i].from + 1);

const last = exp.slice(results[i].to);

exp = `${beginning}${eval(results[i].expression)}${last}`;

}

return exp;

};

const calculationAsmCodeGen = (str, lexems) => {

lexems = lexems.map((lexem, i, arr) => {

if (lexem.value && arr[i + 1].token === ']') {

lexem.token = lexem.value;

}

if (lexem.name === 'integers' || lexem.name === 'floats') {

numbers.push(lexem.token);

}

return lexem;

});

const exps = str

.split(';')

.filter(el => !!el)

.map(el => el.trim());

//console.log(exps, lexems);

const before = [];

const after = [];

let scIndexes = [0];

const expsArr = [];

lexems.forEach(el => {

if (el.token === ';') {

scIndexes.push(el.index);

}

});

scIndexes = scIndexes

.map((el, i, arr) => {

if (i !== 0) {

return [arr[i - 1], arr[i]];

}

})

.filter(el => !!el);

for (let i = 0; i < scIndexes.length; i++) {

expsArr[i] = [];

}

lexems.forEach(el => {

for (let i = 0; i < scIndexes.length; i++) {

if (el.index >= scIndexes[i][0] && el.index <= scIndexes[i][1]) {

expsArr[i].push(el);

}

}

});

const parts = {

'\*': [],

'/': [],

'+': [],

'-': []

};

const signs = Object.keys(parts);

operations = {

multiplication: parts['\*'],

divide: parts['/'],

add: parts['+'],

substract: parts['-']

};

const calculations = (expression, table, variables) => {

let names = [];

for (const obj of table) {

names.push(obj.name);

}

names = Array.from(new Set(names));

let expressions = expression.split(';');

expressions.pop();

expressions = expressions.map(el => el.trim());

const ids = expressions.map(el => el.match(/[A-Za-z\_][A-Za-z0-9\_]\*/g));

const idsFlatted = Array.from(new Set(ids.flat()));

for (let i = 0; i < idsFlatted.length; i++) {

let includes = false;

for (let j = 0; j < names.length; j++) {

if (idsFlatted[i] === names[j]) includes = true;

}

if (!includes) {

console.log(`You haven't created the variable, ${idsFlatted[i]}`);

process.exit(0);

}

}

idLexems.forEach(el => {

if (el.token === ';') {

scIndexes.push(el.index);

}

});

scIndexes = scIndexes

.map((el, i, arr) => {

if (i !== 0) {

return [arr[i - 1], arr[i]];

}

})

.filter(el => !!el);

for (let i = 0; i < scIndexes.length; i++) {

expsArr[i] = [];

}

idLexems.forEach(el => {

for (let i = 0; i < scIndexes.length; i++) {

if (el.index >= scIndexes[i][0] && el.index <= scIndexes[i][1]) {

expsArr[i].push(el);

}

}

});

let divided = expsArr;

divided = divided.map(() => ({ before: [], after: [] }));

divided = divided.map(obj => {

obj.before.map(lexem => {

lexem.Type = variables[lexem.token].type;

return lexem;

});

obj.after.map(lexem => {

lexem.Type = variables[lexem.token].type;

return lexem;

});

return obj;

}

calculationAsmCodeGen(expression, lexems);

expForAssembly = expression;

const evalled = evalContentOfBrackets(expression);

expression = evalled;

const shorts = table

.filter(obj => obj.type === 'short')

.map(obj => {

if (obj.value.includes('.')) {

console.log(

`ERROR: You can't assign float to short variable. Variable ${obj.name}`

);

process.exit(1);

}

});

const floatInsBrac = expression.match(floatFinder);

if (floatInsBrac) {

console.log(

`ERROR: Index of array should be integer, find ${

floatInsBrac[0]

} at index ${actions.indexOf('[')}`

);

process.exit(1);

}

expression = expression.toLowerCase();

const hash = {};

for (let i = 0; i < splitted.length; i++) {

hash[splitted[i][0]] = splitted[i][1];

}

const results = [];

for (const el in hash) {

try {

const value = eval(hash[el]);

results.push({ name: el, value });

} catch (e) {

console.log(

`ERROR: You haven't define the variable to assign to ${el}`

);

process.exit(1);

}

}

const actions = process.argv[3];

lexems = setArrayTypes(lexems);

const isEndGood = lexems => {

if (!lexems[lexems.length - 1].token === ';') {

console.log("ERROR: Expression should be followed with ';'");

process.exit(1);

}

};

const arrOfAssign = getOnlyAssignments(lexems);

const variables = inizializationWithTypes(lexems);

const info = addValues(arrOfAssign, variables, lexems);

calculations(actions, info, variables);

// rgr

creationStage = JSON.parse(fs.readFileSync('help.json', 'utf-8')).data;

const helper = require('./doublepoint');

const makeIEE754Hex = (int, float) => {

const iee754 = helper.makeIEE754(int, float);

const hexIee754 = helper.binToHex(iee754);

const decIee754 = helper.hexToDec(hexIee754);

return decIee754;

};

splitted.forEach((arr, i, table) => {

if (arr[1].toString().length === 1) {

movupss.push('movups xmm' + counter + ', ' + arr[1][0]);

xmms.push({ ['xmm' + counter]: arr[1][0] });

counter++;

if (arr[0].toString().length === 1) {

const values = [];

xmms.forEach(obj => {

values.push(Object.values(obj)[0]);

});

if (!values.includes(arr[0].toString())) {

movupss.push('movups xmm' + counter + ', ' + arr[0][0]);

xmms.push({ ['xmm' + counter]: arr[0][0] });

counter++;

}

if (

arr[1].toString() !== str[str.length - 1] &&

arr[1].toString().length === 4

) {

//console.log({ar: arr[1]})

const arrName = arr[1][0].slice(0, arr[1][0].indexOf('['));

const arrIndex = arr[1][0].slice(

arr[1][0].indexOf('[') + 1,

arr[1][0].indexOf(']')

);

}

});

} else if (arr[0].toString().length > 1) {

movupss.forEach((str, index) => {

if (arr[0].toString() !== str[str.length - 1] || str === '') {

const arrName = arr[0][0].slice(0, arr[0][0].indexOf('['));

const arrIndex = arr[0][0].slice(

arr[0][0].indexOf('[') + 1,

arr[0][0].indexOf(']')

);

movupss[i] = 'mov esi, ' + arrIndex;

movupss[i + 1] =

'movups xmm' + counter + ', ' + '[4 \* esi] + ' + arrName;

counter++;

index--;

}

});

}

});

const sseTransform = {

'+': 'addss',

'-': 'subss',

'\*': 'mulss',

'/': 'divss'

};

const movHandlerCreation = (obj, i, table) => {

if (obj.index) {

return `

mov eax, ${makeIEE754Hex(obj.intPart, obj.floatPart)}

mov dword ptr[a+${obj.index \* 4}], eax // ${obj.name}[${obj.index}] = ${

obj.value

}

`;

}

return `

mov ${obj.name}, ${makeIEE754Hex(obj.intPart, obj.floatPart)} //${obj.name} = ${

obj.value

}`;

};

const output = creationStage.map((obj, i, arr) =>

movHandlerCreation(obj, i, arr)

);

output.push('\n\n');

let final = [output.join(''), movupss.join('\n')];

final = final.join('');

const time = new Date().getMinutes()ж

const path = './rgr-tests/generatedCodeAt' + time + '.asm';

fs.writeFileSync(path, final);

};

**Результат роботи програми:**

1. PS D:\js\systemProgramming> node rgr2.js 'double a[4], b; short n, d; a[1]= 15; a[1]= -3; a[3]= 5.3; a[1] = -10; n =3; d = -20;' 'b = 2 \* a[n]; b = d;'

Lexical analyze is correct

Syntax analyze is correct

Semantic anazyle is correct

{ results: [ { name: 'b', value: -20 } ] }

Assembly code generated successfully.

*Згенерований код:*

mov eax, 1097859072

mov dword ptr[a+4], eax // a[1] = 15

mov eax, 3225419776

mov dword ptr[a+4], eax // a[1] = -3

mov eax, 1084856729

mov dword ptr[a+12], eax // a[3] = 5.3

mov eax, 3240099840

mov dword ptr[a+4], eax // a[1] = -10

mov n, 1077936128 //n = 3

mov d, 3248488448 //d = -20

mov CONSTANT\_1, 1073741824 //CONSTANT\_1 = 2

movups xmm0, b

movups xmm1, d

movups xmm2, CONSTANT\_1

mov esi, 3

movups xmm3, [4 \* esi] + a

mulss xmm2, xmm3

movups b, xmm2

movups b, xmm1

*Результат виконання згенерованого коду:*

![](data:image/png;base64,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)

2. PS D:\js\systemProgramming> node rgr2.js 'double a[4], b; short n, d; a[1]= 15; a[2]= -3; a[3]= 5.3; a[1] = -10; n =3; d = -20;' 'b = 2 - a[n]; d = n;'

Lexical analyze is correct

Syntax analyze is correct

Semantic anazyle is correct

{ results: [ { name: 'b', value: -3.3 }, { name: 'd', value: 3 } ] }

Assembly code generated successfully.

*Згенерований код:*

mov eax, 1097859072

mov dword ptr[a+4], eax // a[1] = 15

mov eax, 3225419776

mov dword ptr[a+8], eax // a[2] = -3

mov eax, 1084856729

mov dword ptr[a+12], eax // a[3] = 5.3

mov eax, 3240099840

mov dword ptr[a+4], eax // a[1] = -10

mov n, 1077936128 //n = 3

mov d, 3248488448 //d = -20

mov CONSTANT\_1, 1073741824 //CONSTANT\_1 = 2

movups xmm0, b

movups xmm1, n

movups xmm2, d

movups xmm3, CONSTANT\_1

mov esi, 3

movups xmm4, [4 \* esi] + a

subss xmm3, xmm4

movups b, xmm3

movups d, xmm1

*Результат виконання згенерованого коду:*

![](data:image/png;base64,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)

3. PS D:\js\systemProgramming> node rgr2.js 'double a[4], b; short n, d; a[1]= 15; a[2]= -3; a[3]= 5.3; a[1] = -10; n =3; d = -20;' 'a[0] = 2 - a[2]; d = 6 / n;'

Lexical analyze is correct

Syntax analyze is correct

Semantic anazyle is correct

found a[0]

{ results: [ { name: 'a[0]', value: 5 }, { name: 'd', value: 2 } ] }

Assembly code generated successfully.

*Згенерований код:*

mov eax, 1097859072

mov dword ptr[a+4], eax // a[1] = 15

mov eax, 3225419776

mov dword ptr[a+8], eax // a[2] = -3

mov eax, 1084856729

mov dword ptr[a+12], eax // a[3] = 5.3

mov eax, 3240099840

mov dword ptr[a+4], eax // a[1] = -10

mov n, 1077936128 //n = 3

mov d, 3248488448 //d = -20

mov CONSTANT\_1, 1065353216 //CONSTANT\_1 = 0

mov CONSTANT\_2, 1073741824 //CONSTANT\_2 = 2

mov CONSTANT\_3, 1073741824 //CONSTANT\_3 = 2

mov CONSTANT\_4, 1086324736 //CONSTANT\_4 = 6

mov esi, 0

movups xmm1, d

movups xmm2, CONSTANT\_3

mov esi, 2

movups xmm3, [4 \* esi] + a

movups xmm4, CONSTANT\_4

movups xmm5, n

subss xmm2, xmm3

divss xmm4, xmm5

movups [4 \* 0] + a, xmm2

movups d, xmm4

*Результат виконання згенерованого коду:*

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIsAAAA7CAYAAABL03mKAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAfkSURBVHhe7Z07aBVLGMfnXq4PUBEEMYqiSIJGVAiIjQ8sfKA2SYpgIQhiII1B0MZgKbFREGwERRAsxEJsElAsBLVQtDEhUQyi+ESNglFRm3v9fdnv3M16HjN7Nske/X6wTPbsnD07M//55vXt5K+ZM2f+6wzDg7+j0DAqEmRZ9u3b53bv3h2djbJp06boL3+OHz/u1qxZE505d+/ePXfo0KHozMgrqcRy69Yt9/TpU/ns7NmzEirE2bFjh5szZ4778eOHe/Tokdu/f390dZRt27a5RYsWyd/cb7zEsmvXLtfc3Byd/c+DBw9cd3d3dGb4kqoZQiiIpJhQKPyRkRF34cIFd/fuXbds2TJ3/vz5KMYoV69eLfr9rPlZEVxdXZ178eLFmOPt27dRDCOEgliohV1dXdJEHD16VGp/KJs3b3Zv3rxxe/bsESEcOXJEavHixYtT3Q94Fp6tGrBa8WO8Rfq7ImLBInR0dEg/YuHCha6pqckdPnxYxBMCtXhoaCg6G2X27NkSbtiwQcIQEO769evd3r17o0+MyUTEQk07duyYa21tlVq8c+dOsRDr1q2TSD4gONC+DPe5fPmyWBWYPn26hCHQZMDr168lTAuiq8ZiGqMUmiH6EXEoqBkzZkRnYVAoWAP6Llu3bhXhpeHkyZMy2qJZS8Pnz5/lt7GWHGvXrnUHDx4MtpjGKAWxUMAXL150165dczdu3BgztA2BkRBNB51bLeRZs2ZJONGQHiycHggXAaUZ7huRWE6dOiUFTH/j0qVLMpJ5/PixRPDl+fPnEk6bNs2dPn1aOrcKFurbt2/R2eTy5MkTN3Xq1OjMCEHEsnTpUjHXFLAOaUMLl2bsy5cv0vRQoxU1+f39/RKGwvez7GfQ4Wb+xwhHxEIB01RQKBx0BletWiURQrh9+7aMiGjS4MCBA2Lynz17NkZAvnAfmo7Ozs7okzBIi3a8CUlXQ0ODNLNGOCKWK1euuClTpshwmYPOIH2XUJgVZTaWJo0CYfYUoaTtoL5//15CxJyGLVu2yCQhz0LY2NgoabXZ23SMme6nE1jOAugMLX2aShNbxPWZ/KIgy033Yx2SI7VQfJ/FKE9hNARpmopSZFU41QoFTCjZMEYsvjA8RlhpxUWntZrvG5NDkFgYHtNkMPzURbk0sJCn3+d+Dx8+jK4YecY85QxvUjVDxp+JicXwxsRieFNSLDpiMQylpFjwoWXqfjxg2r2np0cm5Ah1ecDINxPeDCGU1atXyzoSM8FM6bM8YD4m+eeX6f6VK1fK3/PmzZNFt2K+H1gCVpGzaqawLqz/8PtGfilYFjzw8cOtr693K1asEKEUA8uQtV9s2oVCY2IRsSCA+fPni9MStRtfXGZWi6GzttX6xcahb/Tu3bvozMgrIhb6ELwM5tOsVOsXm+TMmTPijJR8Ec3IHyIW3Ay/f/8uH0wkCIXmDldOI/9M+GhIUaHgZGUuBLWBiIVmAEfrOPjllqJav1iEwvtEDJ3Na612kKGzFh7NAa9KtLW1yUUm5pJDZ4bNjIZwzuZltFB4kwD/Xtwtk51aXBXMyuQXsSzt7e0iElwmGT6/fPnS9fb2SoQk1frFzp07V0LEybtJ8WP58uVyzcgnQT64ShZ+sUbtYc5PhjeTNhoyag8Ti+GNicXwxsRieGNiMbwxsRjemFgMb2SehSl4nVlV2NgnviFPLcIkY7F9cFlmCHWJ4F4sgzCz/acuSYhlQSjsz6KvlJKZ7L/GBoK1zM+KII5VLE1o2jjSOG5xL9bK/mTEsugUf9wHlpVlNtJhPxMcnkC3rmC6X7cqLWZ9iMc6D7tH3bx5s+jSABv9sA8MfPjwwd2/f/+XeD5xyuGzRQhp/vjxo9yXNCMIBKVpJq3sBr5kyRJZQI3vLg7J+1ZKu28e5pGSYiExbOyje6doxuN/wko0hac1DVEpuoLNdZyqiMN34q4IWCxqKnEAqzY4ODhmjxafOJXwEQtp1z3mcNPACYxn1nTjclpuM8b4qnyltPvmYV4p2cFllySglsUhkbgyIKwTJ05Ipuh7P2QsmXXu3Dm5ji8vGxnGMxRrQQZpHA5cHeIi8IkTAlaBgtKD+8Xht4aHh+U3eGbcJ3A1BX6T50dwQMi5HopP2hU+K5WHeaYgFh5YMxNzzB4sKF/NsRLv4GFi2bjw69evco7AkvvH3blzp3BvwBUCym3I7BMnBJoParQeyU4v6cRNQ6HPxjOH4JN2pVwe5pmCWKhdmpkon4RTO5JoQSrUDjWzbGG6YMECyTA9EF0cMqmvr08coDDHvIKSzEyfOCEkrUHSsmSxe6VP2pVyeZhnCmJB3ZqZtJ/xmhbCq1ev3PXr1wsHtSjZZ2DYyvbvbKxMXwSBMnyP4xMnb/ikvZYp2WdJA+acgiVzkkcSzC+jAO0j8K9mkvjEmSjUGtDpLkZI2n3A2tAPov9Wiqzi+JKpWAYGBmReg4djNAWE8QelOeHQ6ySGTCazFZ84IVTq4PpAs0JztXHjRvk+z8a9FJ+0h7B9+3YZhZVqyiCrOL78E4WZgBUgsxhJ8IAMvQHnbu0o63wF6HWawHgB+sQJgXvp/YB7UfihMIJpaWkRP2VFLYdP2kP49OmThOUqSDVxfCYmeUs1zri5VVKrmMwqZYYrXQefOHkkq+emclQSddo4uRKLkW/SiCXTPovxe2NiMbyxZsjwxLn/AOofwZ5S8OvMAAAAAElFTkSuQmCC)

4. PS D:\js\systemProgramming> node rgr2.js 'double a[4], b; short n, d; a[1]= 20; a[2]= -20; a[3]= 5.3; a[0] = 10; n =3; d = -18;' 'a[3] = a[0] + a[1] - a[2];'

Lexical analyze is correct

Syntax analyze is correct

Semantic anazyle is correct

found a[3]

{ results: [ { name: 'a[3]', value: 50 } ] }

Assembly code generated successfully.

*Згенерований код:*

mov eax, 1101004800

mov dword ptr[a+4], eax // a[1] = 20

mov eax, 3248488448

mov dword ptr[a+8], eax // a[2] = -20

mov eax, 1084856729

mov dword ptr[a+12], eax // a[3] = 5.3

mov eax, 1092616192

mov dword ptr[a+0], eax // a[0] = 10

mov n, 1077936128 //n = 3

mov d, 3247439872 //d = -18

mov CONSTANT\_1, 1077936128 //CONSTANT\_1 = 3

mov CONSTANT\_2, 1065353216 //CONSTANT\_2 = 0

mov CONSTANT\_3, 1065353216 //CONSTANT\_3 = 1

mov CONSTANT\_4, 1073741824 //CONSTANT\_4 = 2

mov esi, 3

movups xmm0, [4 \* esi] + a

mov esi, 0

movups xmm1, [4 \* esi] + a

mov esi, 1

movups xmm2, [4 \* esi] + a

mov esi, 2

movups xmm3, [4 \* esi] + a

addss xmm1, xmm2

subss xmm1, xmm3

movups [4 \* 0] + a, xmm1

*Результат виконання згенерованого коду:*

![](data:image/png;base64,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)

5. PS D:\js\systemProgramming> node rgr2.js 'double a[4], b; short n, d; a[1]= 15; a[1]= -3; a[3]= 5.3; a[1] = -10; n =-10; d = -20;' 'b = 2 \* a[n]; b = d;'

Lexical analyze is correct

Syntax analyze is correct

ERROR: Index of a array should be >= 0 and <= 37/

6. PS D:\js\systemProgramming> node rgr2.js 'double a[4], b; short n, d; a[1]= 15; a[1]= -3; a[3]= 5.3; a[1] = -10; n =10; d = -20;' 'b = 2 \* a[n];'

Lexical analyze is correct

Syntax analyze is correct

ERROR: Index out of range: 2\*a[10]

7. PS D:\js\systemProgramming> node rgr2.js 'double a[4], b; short n, d; a[1]= 15; a[1]= -3; a[3]= 5.3; a[1] = -10; n =10; d = -20;' 'b = 2 \* a[4];'

Lexical analyze is correct

Syntax analyze is correct

ERROR: Index out of range: 2\*a[4]

8. PS D:\js\systemProgramming> node rgr2.js 'double a[4], b; short n, d; a[1]= 15; a[1]= -3; a[3]= 5.3; a[1] = -10; n =10; d = -20;' 'b = 2 \* c;'

Lexical analyze is correct

Syntax analyze is correct

You haven't created the variable, c

9. PS D:\js\systemProgramming> node rgr2.js 'double a[4], b; short n, d; a[1]= 15; a[1]= -3; a[3]= 5.3; a[1] = -10; n =10; d = -20;' 'd = 2 \* a[3];'

Lexical analyze is correct

Syntax analyze is correct

ERROR: Wrong expression.

You can't assign 'a' with 'double[4]' type

to variable 'd' with 'short' type.

10. PS D:\js\systemProgramming> node rgr2.js 'double a[4], b; short n, b; a[1]= 15; a[1]= -3; a[3]= 5.3; a[1] = -10; n =10; d = -20;' 'd = 2 \* a[3];'

Lexical analyze is correct

Syntax analyze is correct

ERROR: Variable b has already been declared

11. PS D:\js\systemProgramming> node rgr2.js 'double a[4], b; short n, d; a[1]= 15; a[1]= -3; a[3]= 5.3; a[1] = -10; n =10; d = -20;' 'b = 2 \* a[[n]]; b = d;'

ERROR: Something wrong with your brackets,

lexem '[' at index 10